Computing Ethics
Toward a Pedagogy of Ethical Practice

Teaching computing ethics in a manner that allows students to address both abstract ethical knowledge and actual ethical practice.

There is a tension at the heart of our curriculum in computer ethics. We want to prepare students for the wide range of ethical concerns in the practice they will find upon graduation. But primarily, we teach knowledge, intermixed with such practice as fits in the spaces of the lecture/discussion course.

Our recent work on “moral exemplars” in computing found a variety of ways that professionals approached doing good. Some designed systems to help individuals or organizations. Alan Newell, for instance, has been designing software and hardware to help the disabled—his lab did some of the earliest work on predictive spelling systems. Others focused on changing social systems, like Stephanie (Steve) Shirley who brought many women into computing through her pioneering efforts in software consulting.

This variety of ethical practice is a normal finding in work on moral exemplars. But among the variety, we also find similarity: the exemplars’ language in the narrative interviews we conducted was filled with expressions implying significant ethical commitments (for example, “to look for the needs that people and organizations have;” “quality, fitness for purpose;” “openness, transparency”). These fit items one can find in the software engineering ethics code (see the accompanying table). Oddly, although some helped write ethics codes, none of the interviewees ever mentioned any code of ethics, even when asked specifically about principles.

So on what were they basing their moral action? Among those who were designing computing systems, the center of their craft was recognizing the needs of stakeholders and using their expertise to reframe those needs into things that computing could help them do. They used social expertise to listen to individuals and organize networks of individuals to get things done. This blended into technical expertise in socio-technical and requirements analysis. And it included deep technical skill in encryption, database design, and networking protocols, among other topics. Thus, our exemplars were exercising an expertise or skill to integrate their ethical commitments with their knowledge and...
Aristotle’s early analysis of ethical action hints that ethical knowledge (the what) and ethical skill (the how) are intermingled in any practice. Alongside knowledge of the good, we need to gain practical wisdom (phronesis) that guides our ethical action. We acquire practical wisdom by practicing, we “become builders by building and lyre players by playing the lyre; so too we become just by doing just acts...”1 Here lies what the German philosopher Hans-Georg Gadamer5 has described in the context of medical practice as the application problem. The unavoidable difficulty for any medical professional is “applying [medical] knowledge in the concrete case.” Gadamer also claims this application problem is “irreducible ... where ever knowledge in general needs to be applied.” Bridging this gap is an act of constant evaluation, reasoning, and decision making to translate what we know into doing—and this translation unavoidably brings the ethical dimension into every aspect of professional practice. If we want to teach ethical practice in computing, we must therefore ask what competencies, skills, or virtues are needed to translate ethical knowledge into ethical practice in the field.

Herein lies an uncomfortable tension: While the ethics code is full of the obligation to design systems with ethical concern in mind, the typical computing ethics textbook does not help one learn how to do that. One can learn knowledge about legal, philosophical, and societal issues of privacy in a classroom, and even practice thinking about these issues with cases. Some of these skills (identifying stakeholders, making an ethical argument) are useful when one has the problem of designing a computing system, but one must remember them, and remember they apply, and know how to adapt them to the concrete case. The Social Issues and Professional Practice ACM curriculum3 points us in the direction of balancing knowledge with practice by setting “usage” objectives (what one must be able to do with the knowledge).

But to implement these recommendations requires a pedagogy of ethical practice. How does one, for instance, “... address ethical ... issues related to work projects” per section 3.03 of the software engineering ethics code? It requires knowledge about ethical issues in general, but also know-how to identify them in a particular project. It requires knowledge about the socio-technical system, but also know-how about how to acquire such knowledge. It requires knowledge about best practices, but also know-how about selecting and adapting those practices for a specific social and organizational context.

Research suggests one best acquires expertise by long practice, informed by knowledge and theory of the domain and with coached feedback about performance that is immediate and explicit.4 This fits with what we have heard from the philosophical approaches and the narratives told by our moral exemplars. All three lead us to think our moral exemplars have developed an expertise in the ethical practice of their profession; they have extensive, skilled practice guided by ethical commitments and knowledge.6 This is perhaps why our ethical experts do not cite the code. They learned their ethical design skills by practicing them until they became automatic, thoughtful, goal-directed action. They did not reference the high-level principles of the code since they were integrated into their skilled practice and had become part of their expertise.

We have developed a computing ethics class that attempts to teach ethical expertise in practice. Students provide clients with consulting on ethical issues associated with their computing systems (see pages.stolaf.edu/csci-263-2014/). They construct a model of the socio-technical system based on interviews with the client and then look for social and ethical issues (including safety, privacy, property, justice) at the individual to the societal level.8 They scope their project based on time, resources, and urgency of the issues. They then analyze those issues in that socio-technical system using human-computer interaction (HCI) approaches to data
These 16 items are selected because they are clearly relevant to having competence in the consideration of ethical aspects in the design of software.

1.03. Approve software only if they have a well-founded belief that it is safe, meets specifications, passes appropriate tests, and does not diminish quality of life, diminish privacy, or harm the environment. The ultimate effect of the work should be to the public good.

1.04. Disclose to appropriate persons or authorities any actual or potential danger to the user, the public, or the environment, that they reasonably believe to be associated with software or related documents.

1.07. Consider issues of physical disabilities, allocation of resources, economic disadvantage, and other factors that can diminish access to the benefits of software.

2.07. Identify, document, and report significant issues of social concern, of which they are aware, in software or related documents, to the employer or the client.

3.01. Strive for high quality, acceptable cost, and a reasonable schedule, ensuring significant trade-offs are clear to and accepted by the employer and the client, and are available for consideration by the user and the public.

3.02. Ensure proper and achievable goals and objectives for any project on which they work or propose.

3.03. Identify, define, and address ethical, economic, cultural, legal, and environmental issues related to work projects.

3.04. Ensure that they are qualified for any project on which they work or propose to work by an appropriate combination of education and training, and experience.

3.05. Ensure an appropriate method is used for any project on which they work or propose to work.

3.06. Work to follow professional standards, when available, that are most appropriate for the task at hand, departing from these only when ethically or technically justified.

3.08. Ensure that specifications for software on which they work have been well documented, satisfy the users’ requirements, and have the appropriate approvals.

3.10. Ensure adequate testing, debugging, and review of software and related documents on which they work.

3.12. Work to develop software and related documents that respect the privacy of those who will be affected by that software.

3.13. Be careful to use only accurate data derived by ethical and lawful means, and use it only in ways properly authorized.

3.14. Maintain the integrity of data, being sensitive to outdated or flawed occurrences.

4.01. Temper all technical judgments by the need to support and maintain human values.

These 16 statements represent 20% of the total of 80 statements in entire code, and over 70% of the items in the section on responsibilities having to do with the production of a product (section 5).
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